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Abstract—Established research on pair programming reveals
benefits, including increasing communication, creativity, self-
efficacy, and promoting gender inclusivity. However, research
has reported limitations such as finding a compatible partner,
scheduling sessions between partners, and resistance to pairing.
Further, pairings can be affected by predispositions to negative
stereotypes. These problems can be addressed by replacing one
human member of the pair with a conversational agent. To
investigate the design space of such a conversational agent,
we conducted a controlled remote pair programming study.
Our analysis found various creative problem-solving strategies
and differences in conversational styles. We further analyzed
the transferable strategies from human-human collaboration
to human-agent collaboration by conducting a Wizard of Oz
study. The findings from the two studies helped us gain insights
regarding design of a programmer conversational agent. We
make recommendations for researchers and practitioners for
designing pair programming conversational agent tools.

I. INTRODUCTION

Pair programming exercises the principle that “two heads
are better than one” [1]. In pair programming, two pro-
grammers solve a problem together co-located (sitting
shoulder-to-shoulder at a computer) or remote (sharing
the computer screen and communicating remotely). One
partner acts as the driver, who actively creates code and
controls the keyboard and mouse; whereas, the other partner
is the navigator, who constantly reviews the driver’s work,
proposes suggestions, and asks clarifying questions [2]–[4].
There is a long history of established research on pair
programming’s benefits such as increased communication,
creativity, knowledge management, and self-efficacy [2]–[14].
Pair programming reduces the gender gap as it encourages
women to pursue computer science [15] and increases
their Information Technology fluency, which includes their

contemporary skills, fundamental grasp of concepts, and
intellectual capabilities [10], [14]–[17].

However, researchers have also reported limitations with
pair programming, such as scheduling difficulties and
collocating pairs [18], student resistance to pairing [19],
[20], and dependencies on peers’ programming abilities [21].
Further, establishing a synergistic collaboration between
pairs can be challenging as they might be affected by their
relational interactions [22], [23] or may be predisposed to
negative stereotypes [24].

One way to address these problems is by replacing
one human member of the pair with a conversational
agent to promote the human’s coding practices and avoid
stereotyped views. Further, current technologies are enabling
more natural forms of human-machine interaction and
potentially even dissolving the boundaries between human-
human and human-machine interactions through the use of
Conversational Agents (CAs) and Artificial Intelligence (AI)
[25], [26]. We wanted to investigate how we can further
dissolve these boundaries, especially in a programming
context.

To investigate the design space of a pair programming
CA, we conducted a remote pair programming study with
18 participants. Our goal with this study was to understand
how humans behave in a programming context to reveal
possible design guidelines for an agent. Based on research
from Wagner [27], Zhao [28], and Edelman [29], teaching
students to collaborate, communicate, and think critically
and creatively is central for student success and aligns with
their innate desire.

• RQ1: What creativity strategies are used by pair pro-
grammers?

• RQ2: What communication styles are used during pair
programming?

Identifying which strategies and styles, if any, transfer
matters because research suggests that human-agent and978-1-7281-6901-9/20/$31.00 ©2020 IEEE



TABLE I
THE FOUR PHASES OF CPS AND THEIR DEFINITIONS, ALONG WITH EXAMPLES OF PARTICIPANTS IMPLEMENTING TIC-TAC-TOE.

Phases Definitions Examples (from our study)
Clarify: Explore the Vision Identify the goal, wish, or challenge. “You need to implement the game features, such as checking if we

have a winner”
Clarify: Gather Data Describe and generate data to enable a clear

understanding of the challenge.
“So I guess that’s testing if someone put down a mark on the tile
[referring to a test case in the code].”

Clarify: Formulate Chal-
lenges

Sharpen awareness of the challenge and create
questions that invite solutions.

“We want to check if there are three vertical, horizontal, diagonal
for the same mark.”

Idea Generate ideas on how to solve the challenge “It’s a three-by-three, so we could go from a loop for rows and then
a loop for columns and then a loop that’s testing diagonal.”

Develop To move from ideas to solutions. Evaluate,
strengthen, and select solutions for best “fit.”

“We would want to have a section of code that qualifies for checking
the rows, and another for checking the columns. Just to structure the
code and organize it.”

Implement Explore acceptance and identify re-
sources/actions that support implementation of
the selected solution(s).

“Change that, the board to x again. And then if we test that, vertical
and horizontal come back as true. [implementing code that gives
the desired result]”

human-human interactions differ in many aspects and that
mechanically applying existing theories of human-human
interaction to the design of human-agent collaboration is
ill-advised [30]–[32]. Thus, to investigate which creativity
strategies and communication styles transfer to CA design,
we conducted a follow-up Wizard of Oz study. By examining
the set of transferable strategies and the set of non-
transferable ones, we aim to identify general mechanisms
that mediate how people sense, comprehend, and interact
with artificial agents.

• RQ3: Which creativity strategies and communication
styles transfer from human-human interactions to
human-agent interactions?

II. BACKGROUND

A. Osborn-Parnes Creative Problem Solving

We leveraged the Osborn-Parnes Creative Problem Solving
(CPS) Process [33]–[36] to identify different creativity strate-
gies that pairs and individuals engage in. Table I shows the
four phases of the CPS process. CPS is flexible, and its use
depends on the situation. For example, if one already has a
clearly defined problem, the process would begin at the idea
phase. CPS has been used in computer science education to
teach programming [37], [38]. Hence, CPS process is ideal
to support a structured problem solving by a CA.

1) Pair-Programming Studies and Creativity: A pair’s
creativity increases with pair programming as Tanja et al.
suggested that the solutions of the pairs should be better
than those of individuals because the combined creativity
and experience of both are greater [39]. Seo et al. found that
software education using pair programming will be more
effective on the development of elementary school students’
creativity [40]. Begel and Nagappan noted creativity to be
one of the top ten benefits of pair programming as reported
by engineers from the industry [41]. Howard et al. found
that students enjoyed programming and experienced more
creativity in pairs than working solo [42]. None of these
studies have done qualitative investigations of the creative
problem solving process of programming pairs.

B. Communication - Dialogue Acts

In order to understand the pair of programmers’ com-
munication we used Dialogue Acts (DAs) which Andreas
et al. defined DAs as “classified utterances according to a
combination of pragmatic, semantic, and syntactic criteria”
[43] (Table II). DAs are useful not only because they enable
understanding of conversational speech and collaborative
problem solving [17], [43], [44] but also enable understand-
ing of conversations via a hidden Markov model (an AI
algorithm) [43], a necessity for a CA.

1) Pair-Programming Studies and Communication: Da
Silva et al.’s literature review on pair programming raised
concerns about the inadequate number of studies related
to remote pair programming and advocated for more
studies on communication [45]. Thus we leveraged DAs to
understand the verbal communication of pair programmers.
The only study that investigated DAs in the context of pair
programming is by Rodríguez et al. [17] which found that
collaboration among undergraduate CS students is more
effective when both partners make substantive dialogue
contributions, express uncertainty, and resolve it. Our study
differs as we investigate more DAs, use a remote pair
programming setting, and focus on creating a CA.

C. Conversational Agents

Conversational Agents (CAs) are computer systems that
are designed to interact with a human user through natural
forms of conversations across a wide variety of domains.
In education, Sklar and Richards [46] have categorized
three agents to assist human learners: pedagogical agents,
peer-learning agents, and demonstrative agents [47]–[52].
Educational conversational agents can teach or be taught
by students, and serve as a learner companion to avoid
the “isolation problem” of computer education. Here, we
investigate the design space for CAs that can act as a peer
instead of tutor or tutee.

In the software engineering domain, Wood et al. con-
ducted a Wizard of Oz study and explored AI techniques
to detect speech types in programmers questions/answers
while repairing bugs [53]. We differ as we investigate pair
programming, creativity strategies and communication styles,



TABLE II
THE DIALOGUE ACTS AND THEIR DEFINITIONS, ALONG WITH EXAMPLES OF PARTICIPANTS IMPLEMENTING A TIC-TAC-TOE GAME.

Dialogue Acts Definitions Examples (from our study)
Statement A single declaration or remark. “I see there’s already an x player.”
Acknowledgement Acceptance of the existence of something “Okay.”
Agreement Direct accordance in opinion “Yeah, sure.”
Indirect Instruction Implicit or polite instruction “We just need to make a diagonal.”
YN Questions (QYN) Questions asking for a yes/no answer “Did I close something?”
YN Answers (AYN) Yes/No answers “Yes.”
WH Question (QWH) Question asking for

who/what/when/where/why/how
“What do I call this?”

WH Answers (AWH) Answering WH questions “That should be at the bottom.”
Direct Instruction An Explicit instruction “Okay, and then go up to the top, and change that, the board to x

again.”
Uncertainty Dialogue that indicates uncertainty “That says if. Umm lets see. What is it called.”
Feedback A response or comment expressing opinion/feeling “That’s probably gonna be a better idea.”, “That’s too complicated.”
Apology A regretful acknowledgment of failure “Oh sorry. Oh my gosh. I’m so sorry.”

and explore the transferable human-human aspects to a
human-agent pair.

III. METHODOLOGY

To understand the human-human interactions in a pair
programming context, we conducted a controlled lab study.

A. Participants

We selected 18 university students (9 men and 9 women)
on a first-come, first-served basis while ensuring an equal
gender1 distribution. This was to avoid gender biases not
only in the observational study, but also in our recommenda-
tions for CAs. Given recent findings over bias in AI tools, it is
imperative to use gender-balanced data in machine learning
to prevent the continuation of ideologies that disadvantage
women [56]. All participants had basic object-oriented
programming experience. The education level distribution
of participants was 3 freshmen, 1 sophomore, 5 juniors, 7
seniors, and 2 masters students. We had 17 participants in
the age range of 19-23 years and one in 30-40 years. Nine
participants had two years of programming experience, 5
had three years experience, 3 had four years experience,
and 1 greater than four years. Only six participants reported
prior experience in pair programming. All participants
were compensated with a $20 gift card for participating.
Throughout the paper we refer to pairs with label PS# for
same-gender and PX# for mixed-gender (i.e. PS4 denotes
Pair 4, a same-gender pair). Participants are referred to with
the following labels: PS2-M1 denotes M for man, 1 for 1st
partner, in Pair 2. Likewise, PX3-W2 denotes in Mixed-gender
(X) Pair 3, W for woman, 2 for 2nd partner in the pair.

B. Study Design

Since prior research has shown that there are differences
between how same-gender and mixed-gender pairs col-
laborate, communicate and coordinate [57], 3 man-man,
3 woman-woman, and 3 man-woman pairs were formu-
lated. To emulate a remote pair programming environment,

1We will only focus on the two most common genders: “women” and
“men.” As with [54], [55], gender is a person’s gender identification. We
use the term “men” as a shorthand for “people who identify as men” and
“women” to denote “people who identify as women.”

participants were placed in separate rooms during the
study. Compared to co-located pair programming, remote
pair programming is known to be comparable for student
performance, effective code quality, and productivity [58]–
[60]. Furthermore, since we were interested in designing a
CA, we decided the remote programming setup of sharing
a computer screen and remotely communicating through
the computer more closely mimics interactions with a CA.

Participants used Eclipse IDE [61] for programming in
Java and TeamViewer [62] for remote collaboration. The
participants communicated using text, voice, and video chats
provided by TeamViewer.

At the start of the study, participants were asked to fill out
a background questionnaire. They were also given a tutorial
about pair programming and the think-aloud method [63].
All participants used the think-aloud method to vocalize
their thoughts as they worked on their programming tasks.
After being introduced to these concepts, participants were
given a simple pair programming task to fix a validation test
in a password checking implementation with the purpose
of encouraging pair jelling. Pair jelling is a period of time
when pairs first work together and become acquainted with
the pairing, after which they perform considerably more
efficiently [64], [65]. During the pair programming tasks,
participants freely switched roles as necessary.

After the simple task, participants were given the main
task which was to implement a Tic-Tac-Toe game within a
40 minute time period. The time limit served to ensure the
entire session was below 90 minutes as well as to prevent
participants from fatiguing. Facial reactions, audio, and
screen interactions of participants were recorded through
Morae [66], a screen capture tool. In the Tic-Tac-Toe game,
the players take turns marking spaces in a 3x3 board.
Participants had to add code and test cases to complete
the task. Participants were provided with user stories and
scenarios of the game, along with the implementation of the
board and three related test cases. Tic-Tac-Toe was selected
for its simplicity, as anyone with basic Java experience could
understand and implement solutions for the requirements,
without prior knowledge of the domain.



C. Analysis of Data

Video and audio of the participants were transcribed and
qualitatively coded according to the stages of creativity (refer
Table I) and communication Dialogue Acts (refer Table II)
code sets. Codes were assigned to the 30-seconds segment
split of the task, allowing multiple codes per segment. Three
researchers independently coded 20% of the transcripts
and reached an agreement on 90% of the coded data by
calculating inter-rater reliability using the Jaccard measure
[67]. Then the researchers split the remaining transcript data
and coded it independently. The researchers used thematic
analysis [68] to organize qualitative data into themes which
relate back to the research questions.

IV. RESULTS

Here, we answer our RQs and propose Design Guidelines
(referred to as G#) for future CAs to serve as pair pro-
gramming partners (refer Table III). The design guidelines
followed a consistent format as recommended by Amershi
et al. [69]. We used deductive and inductive reasoning to
develop guidelines. Example: For G1, based on our results
we deducted that participants verified after every stage of
creativity and then using inductive reasoning formed G1.

A. RQ1: Pair Programming Creative Strategies

In order to answer RQ1, we leveraged the Osborn-
Parnes Creative Problem Solving (CPS) to understand our
participants (as discussed in Table I). Note, that our partici-
pants were not explicitly asked to follow the CPS process.
Participants evenly fell across the four CPS phases (Clarify
25.6%; Idea 24.0%; Develop 22.7%; Implement 27.7%). We
also observed that participants did not stay in one phase
for extended periods of time as they completed tasks. Thus,
no phase took significantly more time than another.
Overall Strategies as a Pair
Verifying after each creativity phase → G1 Pairs followed
the CPS process with additional verification at the end of
each phase. The modified model is shown in Figure 1. The
pairs moved to the next phase of the creative process if
they got positive responses from their partner, artifacts,
or environment and in the case of a negative response,
they backtracked to previous phases. For example, during
the implement phase, some pairs would backtrack to the
develop phase in order to rethink their logic and form a
more effective solution. In PS2, PS2-M1 verified with his
partner PS2-M2, “our test passes on that, correct?” which
prompted PS2-M2 to run the test and realize “the false one
is not right”. The pair then backtracked in their solution
to fix the errors they discovered. We found that 5 pairs
backtracked after verification.
Understand and elaborate ideas → G2 Eight out of our 18
participants employed visualization techniques to organize
their thinking as well as to communicate thoughts and ideas
about the program with each other. For instance, participant
PS1-M2 commented, “I’m going to write down an array on
my sheet of paper... So we got something like this [shows the

Fig. 1. Modified Creative Problem Solving process followed by pair
programmers in our study. After each phase, participants verified with their
partner, artifacts, or environment to move forward or backtrack within the
process. The percentage of time spent in each phase by participants is
shown with each phase label.

paper with drawing through camera]” and used his drawing
to explain his thoughts to his partner.

In addition to visualization, participants used a variety
of strategies to organize and convey ideas. These included
questions and clarifications (2), body language (2), and
writing abstract code (1). For example, PS4-W1 asked,
“Should we do three functions for winner?” By doing this,
the participant was able to share and improve the idea
based on her partner’s response. Another participant, PS5-
W1, employed body language to help show her ideas, stating
“they are on horizontal or one vertical or one diagonal” while
using hand gestures to convey her thoughts.
Participants used both breadth and depth-first approaches
→ G3 In breadth-first approach the participants formulated
many ideas, and then discarded unnecessary ones. Seven
out of 18 participants in our study used a breadth-first
approach. For example, while considering what test cases
were necessary, PX6-W2 stated, “Let’s go ahead and get rid
of placeAnOMarkTest (a test case), we can always re-write
it if we need to.” Shortly thereafter, the participant decided
this case was not needed and deleted it.

In contrast, in depth-first approaches, participants for-
mulated an idea and looked more deeply into it instead
of considering alternatives. Seven out of 18 participants
used a depth-first approach. PS9 exhibited a depth-first
approach as the pair did not consider a different solution
until one was fully fleshed out and implemented, as PS9-M1
commented, “the other way to do it is...” as he began to
present an alternate solution, but eventually decided “that’s
too complex” and kept the already-made solution.
Thinking generally before tackling specifics to allow for
organized problem-solving → G4 Five out of nine pairs
utilized this strategy. PS2-M2 commented, "We’ll have to
make two hypothetical games, or maybe a lot... We’ll make
a board object, fill it to some degree, and then check if the
game is over.” He left the board state abstract, allowing the
pair to plan what they needed to do when checking all



TABLE III
PROPOSED DESIGN GUIDELINES. GUIDELINES G1-G4 ARE FOR CREATIVITY AND G5-G12 FOR COMMUNICATION.

G# Proposition
G1 Support verification after every phase of creativity. Ask for verification as a driver after completing the phase, and as a navigator, verify a human

partner’s verification requests.
G2 Support ideas visually and verbally. As a driver, the agent should be able to understand a human’s ideas and as a navigator communicate the

ideas.
G3 Support breadth-first and depth-first idea generation. The agent should be able to implement both idea generation approaches as a driver and

understand them as a navigator.
G4 Support problem solving via abstract thinking and specific tasks. As a driver, the agent should be able to use both techniques and as a navigator

should be able to recognize when the human uses them.
G5 Clearly acknowledge suggestions. The agent should acknowledge a human’s suggestions as a driver and identify tasks or methods as a navigator.
G6 Show clear agreement when a human partner is correct. As a driver, the agent should positively acknowledge directions given by the human. As

a navigator, if the human’s ideas or implementations are correct, the agent should acknowledge them positively.
G7 Give indirect instructions politely. Give direct instruction as a backseat driver. The agent in driver/navigator role should provide polite indirect

instructions. The agent should act as a backseat driver (on human’s request) and give direct instructions.
G8 The WH question’s answers should be accompanied by directions and suggestions. If the agent can not verify human’s decisions it should

politely ask WH questions to try and understand.
G9 Clearly explain the reason for yes/no decisions. The agent should answer in yes/no format and give an accompanying explanation for the reason

why the answer is yes/no.
G10 Give feedback related to the correctness and the completion of code with a positive tone.
G11 Express uncertainty with verbal and non-verbal cues. As a driver, the agent can use filler words and embodiment or avatars to express uncertainty,

and in the navigator role, the agent should be able to detect uncertainty, reassure and redirect humans to a correct solution.
G12 Show apology when the answer is unknown or a mistake is made. As a driver, the agent should apologize if it does not know the answer or

made a mistake, while as a navigator, it should use empathizing dialogue when the human apologizes.

the ways to win across multiple cases. PS4-W2 commented,
“How about if we test true and false? ... so we are checking if
there are three marks,” when considering the general way to
check for a win. By considering the general case instead of
a specific instance, the participant created a plan to tackle
the task.

In contrast to thinking generally, three pairs were observed
to consider specific cases as a starting point. Focusing on a
specific case allowed a pair to understand it well and then
extend its ideas to other cases. An example is in PX6; the
pair tried to implement a test that checks if the Tic-Tac-Toe
game has a vertical win, as participant PX6-M1 commented,
“Let’s say it’s in the top left corner, and then the left most
column is the winning one, let’s say that’s the case.” The
participant picked a specific game situation that resulted in
a win, the left column having three in a row, and used it
to understand how the vertical win method should work.
Focusing in on this specific case made the problem less
abstract, potentially making it easier to see a solution.

B. RQ2: Pair Programming Communication Styles

In order to answer RQ2, we used Dialogue Acts (DAs) to
understand the verbal communication between the pair of
programmers (as discussed in Table II). Table IV shows the
comprehensive list of DAs with their frequencies.
Conversational Style: Major Dialogue Acts used by Pairs

Statements were used most often, but they are less
interesting, because they are the simplest DA and were used
by participants for "descriptive, narrative, and personal" use,
similar to findings of [43]. Other major DAs used were:
Acknowledgement → G5 Acknowledgement was used by all
18 participants as a short response to the identification of
a new task or method of implementation typically via short
responses such as “yeah,” “uh-huh,” “alright,” and “okay”.
Agreement → G6 All 18 participants used agreement as a
verbal positive response to a question such as checking

TABLE IV
THE DIALOGUE ACT TAGS MOST PROMINENTLY FOUND IN OUR STUDY. DA
FREQUENCIES ARE GIVEN AS USED BY MEN (# OF MEN PARTICIPANTS THAT

USED THE DA), WOMEN(# OF WOMEN PARTICIPANTS THAT USED THE DA), THE

TOTAL AMOUNT, AND THEIR PERCENTAGES OF THE TOTAL NUMBER OF

UTTERANCES IN THE OVERALL CORPUS.

Dialogue Acts M(#) W(#) Total %age
Statement 766(9) 733(9) 1499 40.56%

Acknowledgement 223(9) 129(9) 352 9.52%
Agreement 119(9) 124(9) 243 6.57%

Indirect Instruction 118(9) 65(9) 183 4.95%
YN Question 84(9) 89(9) 173 4.68%

Feedback 88(9) 69(8) 157 4.25%
Direct Instruction 72(9) 69(9) 141 3.81%

Uncertainty 65(8) 71(9) 136 3.68%
YN Answer 49(9) 84(9) 133 3.60%

WH Question 45(9) 61(9) 106 2.87%
WH Answer 27(8) 21(8) 48 1.30%

Apology 8(6) 20(9) 28 0.76%

the validity of code, or a new idea such as how to
implement a task. Agreements were elaborated upon more
than acknowledgements when responding, such as how
PX6-W2 said “I think we should do that,” when her partner
proposed a new task.
Indirect and direct instructions → G7 Indirect instruction
was a polite or suggestive way of providing directions.
All participants used them for taking and giving control,
identifying tasks, running tests, suggestions, agreeing to
tasks, reusing code, and giving an abstract view of the task
or implementation. Directed instruction was used for similar
reasons, but with directions given explicitly. For example,
PX6-W2 told her partner “Go up to the top, and change
that— the board to x again.”
Asking and Answering WH questions → G8 All 18 partici-
pants used WH questions and only 16 responded with WH
answers. WH questions were asked regarding topics such
as implementation, deciding the next task, and deciding
navigator/driver roles. We observed participants giving
explanations or directions when asked WH questions.



Answering Yes/No questions → G9 All 18 participants asked
and responded to yes/no questions. Yes/no questions were
used for simpler topics such as the verification of ideas and
code. Elaborations were also offered for example PS2-M1
asked “So do we want the board to be full in that case?” to
which PS2-M2 answered “It doesn’t really matter. it should
be a test for multiple case where there’s no winner. So you
can have a lot of different cases, you know.”
Feedback → G10 Seventeen participants used positive
feedback for reasons such as correctness, affirmation, and
completion. They also gave feedback when removing things
such as “I don’t think we need it. Remove it.” as said by
PS5-W2 in reference to a line of code.
Uncertainty → G11 Seventeen participants showed uncer-
tainty when they made suggestions, responded to queries,
decided navigator/driver roles, and determined the next
task. When navigating, a participant’s uncertainty was
often verbalized with filler words like “uhm” and “yeah”
or non-verbal ones such as laughter. For example PS2-
M2 commented “yeah, so. For the diagonal, we can just
uhm.” When participants found themselves uncertain of
what to do next, their partner would step in the driver
role to assist. For example PS5-W1 commented, “Uhm. I’m
always confused with the for-loop. (PS5-W1 laughs).” PS5-W2
then switched roles by saying “Yes. Let me try something.”
Hence, participants used non-verbal communication such
as laughing and verbal communication with filler words to
show uncertainty as known in communication theory [70].
Apology → G12 Fifteen participants, apologized when they
were incorrect. For example PS5-W2 commented [referring
to an array index], “From three.” and was corrected by PS5-
W1 who said, “From two.”. PS5-W2 then apologized “Yeah.
Sorry.” Apology was sometimes accompanied by nonverbal
communication such as hand gestures and laughter.

C. RQ3: Transferable Creativity Strategies and Communica-
tion Styles

To answer RQ3, we conducted a preliminary Wizard of Oz
lab study to 1) investigate strategies transferable from human
partnerships to agent partnerships and 2) identify effective
strategies for agent design that deepen our understanding of
the differences between human-human and human-agent
interaction in a pair programming context.

The design of the study looked beyond current technology
in which humans expect the agent to be of poor quality, and
instead considered what such an interaction may require
if the agent was as closely skilled to that of a human. This
was the motivation for the wizard of oz design.

1) Preliminary Wizard of Oz study: A Wizard of Oz study
is a rapid-prototyping method that examines interfaces that
are either very technically demanding or are yet to be created
[71]–[73]. Such studies help develop user-friendly interfaces
that promote natural language dialogue and consider the
unique qualities of man-machine interaction as distinct
from general human discourse [74], such as studying user
interactions with CAs [75]–[77].

Figure 2 is the snapshot of what our participants saw
on their screen. The “agent” was implemented with a chat
window using Saros plugin for Eclipse IDE [61], avatar using
FACSvatar [78] and text-to-voice conversation using gTTS
[79]. Participants had the option to change the arrangement
of the programming and video chat windows, but none of the
participants rearranged the windows. The wizard acting as
an agent replaced text recognition and intent understanding,
and used a protocol to implement the study. For example,
when P1 said “How to write code for win” the intent for this
was writing code, and the agent used the wizard protocol
(detailed [80]) to respond “I can make a recommendation
from online, would you like me to do so?” We used a
constrained Wizard of Oz protocol [81] with a small set
of available intents, so that the agent would exhibit a
realistic level of intelligence to study programmer responses.
If participants asked questions beyond the protocol, the
wizard answered “I’m afraid logic isn’t my strong suit” to
simulate the behavior of a potentially automated system.

Fig. 2. Snapshot from Wizard of Oz study. The participants viewed facial
expressions of agent (wizard) in the form of an avatar and interacted with
it through a chat window and voice.

Participants: The human-agent study was conducted with
seven university students (3 undergraduate, 3 graduate). We
analyzed the data of 6 students (5 men and 1 woman) as one
did not use the agent. Ages varied (3 were 19-23 years; 2 were
24-29 years; 1 was 30-40 years). Programming experience also
varied (3 had less than a year of programming experience;
3 had more than four years of experience). None of the
participants had prior pair programming experience. We
compensated participants with a $20 gift card. Pairs are
referred to as PB# (i.e. PB3 is pair 3) with human participants
labeled as PB#-P1 and the agent as PB#-B1.

Study Design: The human-agent study was conducted
with the same structure as the human-human study (tutorial
and main task), with the exception of the pair-jelling simple
task, as pairs had only one human participant. We also
interviewed participants to get feedback about the agent
design. Analysis used similar code sets as in the prior study.

Results: We investigated the transferability of design
guidelines related to creativity strategies and communication



TABLE V
TRANSFERABILITY OF CREATIVITY (G1-G4) AND COMMUNICATION (G5-G12) GUIDELINES FROM HUMAN-HUMAN TO HUMAN-AGENT PAIR PROGRAMMING. THE

PEACH COLORED ROWS SHOWS HARD TO TRANSFER GUIDELINES.

Design
Guidelines

Remarks

G1 Verify All 6 participants verified with the agent or another source. PB5- P1 took time to verify if code worked and commented, “Okay, where is
this going?” The agent should detect each phase of creativity and use verification after each one, such as asking if the human partner is
satisfied with the results e.g. ideas, code, tests.

G2 Visualiza-
tion

Some participants preferred using visualization to organize thoughts. For example, PB2-P1 commented, “what I need now is a pen and a
paper. That is what usually I do.” The agent must be able to support this by using sketch-based whiteboard apps (such as [82]–[84]),
though it will be difficult to have the agent generate ideas.

G3a Breadth-
First

The participants in human-agent study did not use breadth-first approach when working with an agent. With current technology an agent
won’t be able to generate its own ideas but should be able to recognize it in a partner and can facilitate divergent thinking for partner.
Graphics and interface design tools support divergent thinking by creating multiple options for users and supporting them to manipulate
and compare those options [85]–[89].

G3b Depth-
First

All participants opted to stick with their ideas and use a depth-first approach. The agent should be able to recognize when a human
partner tries to use the depth-first approach. It should also be able to use the approach when ideas are being generated, though generating
ideas itself may not be viable.

G4a Abstract
Solutions

Participants did not opt to use abstract thinking with the agent, as help from it was more concrete. Designing the agent to think with
abstraction will be difficult and unlikely to accomplish. However, recognizing when the human partner is trying to use abstraction could
be viable.

G4b Specific
Solutions

The agent should be able to consider specific cases when the human partner is attempting to use them to bolster understanding. For
example, PB4-P1 commented, “So now I’m going to be typing, um, so it would be three marks in a vertical column.”. Here agent can detect
intent of the task.

G5 Acknowl-
edgement

Our participants said in interviews that they like when the agent acknowledged and encouraged them. For example, PB5-P1 commented “I
liked the encouragement, that was cute.” Acknowledgement would be simple to implement when responding to ideas and suggestions, but
testing the correctness of the ideas would be difficult.

G6
Agreement

CAs would have to be able to verify the correctness of any statement given by the human in order to agree, so unless the idea is closely
related to auto-generated code or test cases it will be very hard to implement.

G7a Indirect
Instr.

It is hard for a CA to auto-generate indirect instructions for a human conversation.

G7b Direct
Instr.

When an agent can apply auto-generated code and test cases, it can act as a backseat driver. It will also be able to tell its human partner
what should be done next. For example in PB7, PB7-B1 said “we need to write a method to check for a horizontal win.”

G8 WH
Question

Dialogue generation may be challenging for WH questions, especially if not related to auto-generated code or test cases. Ko et al. shows
this is possible to an extent, as Whyline implements WH questions [90], [91].

G9 YN Ques-
tion

For questions related to auto-generated code and test cases, it will be possible. For example PB1-B1 asked “Is this code example from
online useful?” Questions regarding idea verification will be difficult however.

G10
Feedback

All 6 participants in our study appreciated the feedback given by the agent. For example, PB4-P1 commented, “the partner feedback was
pretty good.” An agent can give feedback for correct tests and code.

G11 Uncer-
tainty

In presence of an agent participants had more uncertainty, for example, PB4-B1 commented “we will need to place marks at zero two,
one one, and two zero.” to which M1 replied “ah, I didn’t do, wait I didn’t do all the unit tests. Ah, I feel like an idiot.” The agent should
provide explanations to combat uncertainty.

G12 Apology Participants in our study expected agent to apologize when it made mistakes or did not know the answer. For example, in an interview
PB2-P1 commented “if he apologized my trust would come back,” after the agent gave flawed code. It should also be able to recognize
apologies and respond reassuringly.

styles from a human-human to human-agent context.

Transferable Creativity Strategies. Table V contains de-
sign guidelines (G1-G4) discussed in RQ1 and how they
can be transferred into a CA. Creativity strategies that
require generating unique ideas, such as breadth-first idea
generation and use of abstract thinking, are harder to transfer
so cannot be fully realized by an agent. Instead, the agent
will function as a synergistic partner supporting a human
partner’s ability to do these things.

Transferable Communication Styles. Table V shows the
transferable design guidelines (G5 to G12) from human-
human study to human-agent. Some of the designs are
harder to transfer to a CA because humans are good at
solutions, ideas, and designs relative to computers. It is
possible to automatically generate source code and test
cases as well as classify intent based on DAs to an extent.
Hence, designs relying on these factors can be implemented
by a CA in a driver/navigator role.

The dialogue templates for CAs should be designed
to engage programmers by providing non-authoritative
suggestions [92] and motivate the partner following Neilsen’s

Heuristic [93]. All 6 participants indicated in their interview
that they liked and preferred the agent motivating them
and verifying their implementations. For instance, PB5-P1
commented “I like the response... when I was correct and
where I was wrong”.

Interruptions by partner. Interrupting the human partner
only when necessary and relevant to the current topic
can be a transferable aspect. In the human-human study,
participants said they did not want to interrupt their partner
as they considered it to be impolite, had low confidence, or
did not want to be distracting. In the human-agent study,
we found that humans interrupted the agent when they
did not know what to do next, were stuck, were unsure
about their problems, or wanted clarification. The agent
would interrupt whenever it had a suggestion, occasionally
frustrating the participant leading them to mute or ignore
the suggestions. Similar to human-robot collaboration [94],
programmers ignored an incorrect problem-solving strategy
given by an agent. This may suggest an agent should not
interrupt a human until there is a high error probability
and that, for minor issues, it should wait until the human



has finished the current task.

V. LIMITATIONS

One limitation of this study is the small sample size
of 9 pairs in the human-human study and 6 pairs in
the human-agent study. Further, the human-agent study
did not have a gender balance, although the transfer of
strategies was independent of gender as the guidelines were
gender-inclusive. Additionally, being a think-aloud study,
DAs may not reflect real life communication scenarios.
Consequently, Table IV may not accurately represent the
true communication between the human participants, but
it may indicate a trend for how dialogue acts are used. Our
study also chose the intents for the CA trying to mimic
what may be considered reasonable given the current state
of research. However, AI is growing and it is difficult to
guess the where technology will be when such an agent
is created. Similarly, the level of integration between the
agent and the code determines what functionality an agent
can provide as a partner and likewise had to be estimated
for RQ3. An actual agent may have more or less features
available depending on its integration with the codebase.

VI. DISCUSSION

To create a CA for pair programming, we need to parse
the intent of utterances automatically for creativity phases
or DAs. Such research has many challenges since the
dialogue between programmers differs greatly from everyday
conversations. Further, most research in natural language
processing is focused on the physical world where topics are
more discrete and universally established, while software
artifacts are not and vary by their use.

Fig. 3. Shows the human-human and human-agent interactions. (Left
dotted black arrows) shows how humans skipped idea and develop phase
when provided with answers (code/test cases) from an agent. (Right black
arrows) shows humans pairs creatively programming.

In our human-agent study, we discovered potential issues
with our primitive design for a CA and how it affected
the CPS process. In the human-human study, participants
thoroughly followed the creativity process, but in the
presence of an agent, human-agent participants skipped over
idea generation and jumped straight to implementing code
(refer to Figure 3) as they got code and test case templates
from the agent. This was evident as the code frequencies
in the idea phase dropped from 24% to 14.2%; additionally,
the implement phase code frequencies increased by 7.5%.
Our results suggest that working with the agent caused
participants to spend less time in idea generation and thus

their creative output was lower. We recommend designers
and practitioners be cautious when designing CAs to support
programming, especially while handling the creative process,
as to not hinder idea generation.

A. Implications for Pair Programming CA

In addition to the design guidelines discussed in the
results section, and for Human-AI interactions [69], we
recommend the following for a pair programming CA:

1) Including the Social Intelligence: CA for pair program-
ming needs to exhibit social intelligence through effective
floor management (turn-taking) by supporting features
such as actively listening and sensing to determine who
is talking and when to interject, detecting user confusion,
sensing disengagement, etc. Further, by continuously “being
there” and making rapport with the programmer, an agent
may create “social influence” which has positive effects
on persuasion and trust. In our human-agent study, four
participants mentioned that they liked the social aspect
"being there" of the agent.

2) Including Embodiments: CAs may include the op-
tional feature of face and voice. Embodiments are known
to improve trustworthiness, interaction engagement, user
perception, and task performance [75], [95]–[97], especially
for tasks that require continuous engagement like pair
programming. An embodiment may offer unique benefits,
such as during an interview, when PB4-P1, who had a
hearing disability, expressed appreciation for the avatar and
mentioned as he could supplement his hearing with lip
reading. Yet, empirical evidence is mixed about the necessity
of the embodiment [98]–[103], thus we propose offering
users an option to disable it.

3) Including Trustable Traits: Irrespective of gender, trust
is built between human partners over time with an open-
minded, polite, confident and knowledgeable partner [57].
Based on existing literature, humans trust agents easily [104].
Further, in our human-agent study, participants trusted the
agent without question. In one case, PB7-P1 responded,
“I’m going to blindly believe you.” Thus, an agent should
be designed to be confident, transparent in its decisions,
and to show its vulnerabilities (limitations as a machine) to
increase the trust with a human partner over time.

VII. CONCLUSION

This is the first research to consider the design space for a
pair programming conversational agent. Our in-depth quali-
tative analysis revealed human-human pair programmer’s
creativity strategies and communication styles resulting in
12 design guidelines for designing a conversational agent.
Further, our human-agent wizard of oz study identified
which of these are transferable to an agent. Such differences
are not only important from a design perspective but also
are critical for programmers who develop conversational
agent technologies. With this foundational work, we take the
first steps in making a conversational agent pair programmer
one step closer to reality.
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